Algorithm:

Q1.

1. **Node Structure**:
   * Define a structure **Node** containing three fields: **key** to hold the integer value, **left** to store the pointer to the left child, and **right** to store the pointer to the right child.
2. **SplayTree Class**:
   * Define a class **SplayTree** to encapsulate the Splay Tree operations.
   * Declare private member variables: **root** to store the root node of the tree.
   * Define private member functions:
     + **rightRotate**: Perform a right rotation operation on the given node.
     + **leftRotate**: Perform a left rotation operation on the given node.
     + **splay**: Perform the splay operation on the tree with the given key.
     + **findMin**: Find and return the node with the minimum key value in the tree.
     + **findMax**: Find and return the node with the maximum key value in the tree.
     + **deleteNode**: Delete the node with the given key from the tree.
     + **inorder**: Perform an inorder traversal of the tree.
     + **preorder**: Perform a preorder traversal of the tree.
     + **postorder**: Perform a postorder traversal of the tree.
   * Define public member functions:
     + **insert**: Insert a new node with the given key into the tree.
     + **remove**: Remove the node with the given key from the tree.
     + **removeMin**: Remove the node with the minimum key value from the tree.
     + **removeMax**: Remove the node with the maximum key value from the tree.
     + **traverseInorder**: Perform an inorder traversal of the tree and print the keys.
     + **traversePreorder**: Perform a preorder traversal of the tree and print the keys.
     + **traversePostorder**: Perform a postorder traversal of the tree and print the keys.
3. **Main Function**:
   * Inside the **main** function:
     + Create an instance of the **SplayTree** class.
     + Insert some nodes into the tree.
     + Perform various operations like deletion and traversals on the tree.

Q2.

1. **Node Structure**:
   * Define a structure **Node** containing three fields: **key** to hold the integer value, **left** to store the pointer to the left child, and **right** to store the pointer to the right child.
2. **SplayTree Class**:
   * Define a class **SplayTree** to encapsulate the Splay Tree operations.
   * Declare private member variables: **root** to store the root node of the tree.
   * Define private member functions:
     + **rightRotate**: Perform a right rotation operation on the given node.
     + **leftRotate**: Perform a left rotation operation on the given node.
     + **topDownSplay**: Perform the top-down splay operation on the tree with the given key.
     + **bottomUpSplay**: Perform the bottom-up splay operation on the tree with the given key.
     + **splay**: Call either **topDownSplay** or **bottomUpSplay** based on the selected splay approach.
     + **findMin**: Find and return the node with the minimum key value in the tree.
     + **findMax**: Find and return the node with the maximum key value in the tree.
     + **deleteNode**: Delete the node with the given key from the tree.
     + **inorder**: Perform an inorder traversal of the tree.
     + **preorder**: Perform a preorder traversal of the tree.
     + **postorder**: Perform a postorder traversal of the tree.
   * Define public member functions:
     + **insert**: Insert a new node with the given key into the tree.
     + **remove**: Remove the node with the given key from the tree.
     + **removeMin**: Remove the node with the minimum key value from the tree.
     + **removeMax**: Remove the node with the maximum key value from the tree.
     + **traverseInorder**: Perform an inorder traversal of the tree and print the keys.
     + **traversePreorder**: Perform a preorder traversal of the tree and print the keys.
     + **traversePostorder**: Perform a postorder traversal of the tree and print the keys.
3. **Main Function**:
   * Inside the **main** function:
     + Create an instance of the **SplayTree** class.
     + Insert some nodes into the tree using the **insert** function.
     + Perform deletion operations using the **remove**, **removeMin**, or **removeMax** functions.
     + Print the tree using the traversal functions **traverseInorder**, **traversePreorder**, or **traversePostorder**.

Q3.

1. **Node Structure**:
   * Define a structure **Node** containing three fields: **key** to hold the integer value, **left** to store the pointer to the left child, and **right** to store the pointer to the right child.
2. **SplayTree Class**:
   * Define a class **SplayTree** to encapsulate the Splay Tree operations.
   * Declare private member variables: **root** to store the root node of the tree.
   * Define private member functions:
     + **rightRotate**: Perform a right rotation operation on the given node.
     + **leftRotate**: Perform a left rotation operation on the given node.
     + **topDownSplay**: Perform the top-down splay operation on the tree with the given key.
     + **splay**: Call **topDownSplay** to perform splay operation.
     + **findMin**: Find and return the node with the minimum key value in the tree.
     + **findMax**: Find and return the node with the maximum key value in the tree.
     + **deleteNode**: Delete the node with the given key from the tree.
     + **join**: Join two trees into one at the specified key.
     + **split**: Split the tree into two separate trees at the specified key.
     + **inorder**, **preorder**, **postorder**: Traversal functions to print the keys of the tree.
3. **Main Function**:
   * Inside the **main** function:
     + Create instances of the **SplayTree** class: **tree1** and **tree2**.
     + Insert nodes into **tree1** and **tree2**.
     + Perform operations:
       - Splitting **tree1** at a specified key.
       - Joining **tree1** and **tree2** at a specified key.
     + Print the inorder traversal of the trees to visualize the results.

Code:

Q1.

#include <iostream>

using *namespace* std;

*struct* Node {

*int* key;

    Node\* left;

    Node\* right;

};

*class* SplayTree {

*private:*

    Node\* root;

    Node\* rightRotate(Node\* *x*) {

        Node\* y = *x*->left;

*x*->left = y->right;

        y->right = *x*;

        return y;

    }

    Node\* leftRotate(Node\* *x*) {

        Node\* y = *x*->right;

*x*->right = y->left;

        y->left = *x*;

        return y;

    }

    Node\* splay(Node\* *root*, *int* *key*) {

        if (*root* == nullptr || *root*->key == *key*)

            return *root*;

        if (*root*->key > *key*) {

            if (*root*->left == nullptr)

                return *root*;

            if (*root*->left->key > *key*) {

*root*->left->left = splay(*root*->left->left, *key*);

*root* = rightRotate(*root*);

            } else if (*root*->left->key < *key*) {

*root*->left->right = splay(*root*->left->right, *key*);

                if (*root*->left->right != nullptr)

*root*->left = leftRotate(*root*->left);

            }

            return (*root*->left == nullptr) ? *root* : rightRotate(*root*);

        } else {

            if (*root*->right == nullptr)

                return *root*;

            if (*root*->right->key > *key*) {

*root*->right->left = splay(*root*->right->left, *key*);

                if (*root*->right->left != nullptr)

*root*->right = rightRotate(*root*->right);

            } else if (*root*->right->key < *key*) {

*root*->right->right = splay(*root*->right->right, *key*);

*root* = leftRotate(*root*);

            }

            return (*root*->right == nullptr) ? *root* : leftRotate(*root*);

        }

    }

    Node\* findMin(Node\* *node*) {

        if (*node* == nullptr)

            return nullptr;

        while (*node*->left != nullptr)

*node* = *node*->left;

        return *node*;

    }

    Node\* findMax(Node\* *node*) {

        if (*node* == nullptr)

            return nullptr;

        while (*node*->right != nullptr)

*node* = *node*->right;

        return *node*;

    }

    Node\* deleteNode(Node\* *root*, *int* *key*) {

        if (*root* == nullptr)

            return nullptr;

*root* = splay(*root*, *key*);

        if (*root*->key != *key*)

            return *root*;

        Node\* temp;

        if (*root*->left == nullptr) {

            temp = *root*;

*root* = *root*->right;

        } else {

            temp = *root*;

*root* = splay(*root*->left, *key*);

*root*->right = temp->right;

        }

        delete temp;

        return *root*;

    }

*void* inorder(Node\* *root*) {

        if (*root* != nullptr) {

            inorder(*root*->left);

            cout << *root*->key << " ";

            inorder(*root*->right);

        }

    }

*void* preorder(Node\* *root*) {

        if (*root* != nullptr) {

            cout << *root*->key << " ";

            preorder(*root*->left);

            preorder(*root*->right);

        }

    }

*void* postorder(Node\* *root*) {

        if (*root* != nullptr) {

            postorder(*root*->left);

            postorder(*root*->right);

            cout << *root*->key << " ";

        }

    }

*public:*

    SplayTree() {

        root = nullptr;

    }

*void* insert(*int* *key*) {

        if (root == nullptr) {

            root = new Node;

            root->key = *key*;

            root->left = root->right = nullptr;

            return;

        }

        root = splay(root, *key*);

        if (root->key == *key*)

            return;

        Node\* newNode = new Node;

        newNode->key = *key*;

        if (root->key > *key*) {

            newNode->right = root;

            newNode->left = root->left;

            root->left = nullptr;

        } else {

            newNode->left = root;

            newNode->right = root->right;

            root->right = nullptr;

        }

        root = newNode;

    }

*void* remove(*int* *key*) {

        root = deleteNode(root, *key*);

    }

*void* removeMin() {

        if (root != nullptr) {

            Node\* minNode = findMin(root);

            if (minNode != nullptr)

                root = deleteNode(root, minNode->key);

        }

    }

*void* removeMax() {

        if (root != nullptr) {

            Node\* maxNode = findMax(root);

            if (maxNode != nullptr)

                root = deleteNode(root, maxNode->key);

        }

    }

*void* traverseInorder() {

        inorder(root);

        cout << endl;

    }

*void* traversePreorder() {

        preorder(root);

        cout << endl;

    }

*void* traversePostorder() {

        postorder(root);

        cout << endl;

    }

};

*int* main() {

    SplayTree tree;

    tree.insert(10);

    tree.insert(5);

    tree.insert(15);

    tree.insert(20);

    tree.insert(7);

    cout << "Inorder traversal: ";

    tree.traverseInorder();

    tree.remove(7);

    cout << "After deleting 7: ";

    tree.traverseInorder();

    cout << "Preorder traversal: ";

    tree.traversePreorder();

    cout << "Postorder traversal: ";

    tree.traversePostorder();

    return 0;

}

Output:

![](data:image/png;base64,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)

Q2.

#include <iostream>

using *namespace* std;

*struct* Node {

*int* key;

    Node\* left;

    Node\* right;

};

*class* SplayTree {

*private:*

    Node\* root;

    Node\* rightRotate(Node\* *x*) {

        Node\* y = *x*->left;

*x*->left = y->right;

        y->right = *x*;

        return y;

    }

    Node\* leftRotate(Node\* *x*) {

        Node\* y = *x*->right;

*x*->right = y->left;

        y->left = *x*;

        return y;

    }

    // Top-down splay

    Node\* topDownSplay(Node\* *root*, *int* *key*) {

        if (*root* == nullptr || *root*->key == *key*)

            return *root*;

        if (*root*->key > *key*) {

            if (*root*->left == nullptr)

                return *root*;

            if (*root*->left->key > *key*) {

*root*->left->left = topDownSplay(*root*->left->left, *key*);

*root* = rightRotate(*root*);

            } else if (*root*->left->key < *key*) {

*root*->left->right = topDownSplay(*root*->left->right, *key*);

                if (*root*->left->right != nullptr)

*root*->left = leftRotate(*root*->left);

            }

            return (*root*->left == nullptr) ? *root* : rightRotate(*root*);

        } else {

            if (*root*->right == nullptr)

                return *root*;

            if (*root*->right->key > *key*) {

*root*->right->left = topDownSplay(*root*->right->left, *key*);

                if (*root*->right->left != nullptr)

*root*->right = rightRotate(*root*->right);

            } else if (*root*->right->key < *key*) {

*root*->right->right = topDownSplay(*root*->right->right, *key*);

*root* = leftRotate(*root*);

            }

            return (*root*->right == nullptr) ? *root* : leftRotate(*root*);

        }

    }

    // Bottom-up splay

    Node\* bottomUpSplay(Node\* *root*, *int* *key*) {

        if (*root* == nullptr || *root*->key == *key*)

            return *root*;

        if (*root*->key > *key*) {

            if (*root*->left == nullptr)

                return *root*;

            if (*root*->left->key > *key*) {

*root*->left->left = bottomUpSplay(*root*->left->left, *key*);

*root* = rightRotate(*root*);

            } else if (*root*->left->key < *key*) {

*root*->left->right = bottomUpSplay(*root*->left->right, *key*);

                if (*root*->left->right != nullptr)

*root*->left = rightRotate(*root*->left);

            }

            return (*root*->left == nullptr) ? *root* : rightRotate(*root*);

        } else {

            if (*root*->right == nullptr)

                return *root*;

            if (*root*->right->key > *key*) {

*root*->right->left = bottomUpSplay(*root*->right->left, *key*);

                if (*root*->right->left != nullptr)

*root*->right = leftRotate(*root*->right);

            } else if (*root*->right->key < *key*) {

*root*->right->right = bottomUpSplay(*root*->right->right, *key*);

*root* = leftRotate(*root*);

            }

            return (*root*->right == nullptr) ? *root* : leftRotate(*root*);

        }

    }

    Node\* splay(Node\* *root*, *int* *key*) {

        return topDownSplay(*root*, *key*); // Change to bottomUpSplay(root, key) for bottom-up splay

    }

    Node\* findMin(Node\* *node*) {

        if (*node* == nullptr)

            return nullptr;

        while (*node*->left != nullptr)

*node* = *node*->left;

        return *node*;

    }

    Node\* findMax(Node\* *node*) {

        if (*node* == nullptr)

            return nullptr;

        while (*node*->right != nullptr)

*node* = *node*->right;

        return *node*;

    }

    Node\* deleteNode(Node\* *root*, *int* *key*) {

        if (*root* == nullptr)

            return nullptr;

*root* = splay(*root*, *key*);

        if (*root*->key != *key*)

            return *root*;

        Node\* temp;

        if (*root*->left == nullptr) {

            temp = *root*;

*root* = *root*->right;

        } else {

            temp = *root*;

*root* = splay(*root*->left, *key*);

*root*->right = temp->right;

        }

        delete temp;

        return *root*;

    }

*void* inorder(Node\* *root*) {

        if (*root* != nullptr) {

            inorder(*root*->left);

            cout << *root*->key << " ";

            inorder(*root*->right);

        }

    }

*void* preorder(Node\* *root*) {

        if (*root* != nullptr) {

            cout << *root*->key << " ";

            preorder(*root*->left);

            preorder(*root*->right);

        }

    }

*void* postorder(Node\* *root*) {

        if (*root* != nullptr) {

            postorder(*root*->left);

            postorder(*root*->right);

            cout << *root*->key << " ";

        }

    }

*public:*

    SplayTree() {

        root = nullptr;

    }

*void* insert(*int* *key*) {

        if (root == nullptr) {

            root = new Node;

            root->key = *key*;

            root->left = root->right = nullptr;

            return;

        }

        root = splay(root, *key*);

        if (root->key == *key*)

            return;

        Node\* newNode = new Node;

        newNode->key = *key*;

        if (root->key > *key*) {

            newNode->right = root;

            newNode->left = root->left;

            root->left = nullptr;

        } else {

            newNode->left = root;

            newNode->right = root->right;

            root->right = nullptr;

        }

        root = newNode;

    }

*void* remove(*int* *key*) {

        root = deleteNode(root, *key*);

    }

*void* removeMin() {

        if (root != nullptr) {

            Node\* minNode = findMin(root);

            if (minNode != nullptr)

                root = deleteNode(root, minNode->key);

        }

    }

*void* removeMax() {

        if (root != nullptr) {

            Node\* maxNode = findMax(root);

            if (maxNode != nullptr)

                root = deleteNode(root, maxNode->key);

        }

    }

*void* traverseInorder() {

        inorder(root);

        cout << endl;

    }

*void* traversePreorder() {

        preorder(root);

        cout << endl;

    }

*void* traversePostorder() {

        postorder(root);

        cout << endl;

    }

};

*int* main() {

    SplayTree tree;

    tree.insert(10);

    tree.insert(5);

    tree.insert(15);

    tree.insert(20);

    tree.insert(7);

    cout << "Inorder traversal: ";

    tree.traverseInorder();

    tree.remove(7);

    cout << "After deleting 7: ";

}

Output:
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Q3

#include <iostream>

using *namespace* std;

*struct* Node {

*int* key;

    Node\* left;

    Node\* right;

};

*class* SplayTree {

*private:*

    Node\* root;

    Node\* rightRotate(Node\* *x*) {

        Node\* y = *x*->left;

*x*->left = y->right;

        y->right = *x*;

        return y;

    }

    Node\* leftRotate(Node\* *x*) {

        Node\* y = *x*->right;

*x*->right = y->left;

        y->left = *x*;

        return y;

    }

    Node\* topDownSplay(Node\* *root*, *int* *key*) {

        if (*root* == nullptr || *root*->key == *key*)

            return *root*;

        if (*root*->key > *key*) {

            if (*root*->left == nullptr)

                return *root*;

            if (*root*->left->key > *key*) {

*root*->left->left = topDownSplay(*root*->left->left, *key*);

*root* = rightRotate(*root*);

            } else if (*root*->left->key < *key*) {

*root*->left->right = topDownSplay(*root*->left->right, *key*);

                if (*root*->left->right != nullptr)

*root*->left = leftRotate(*root*->left);

            }

            return (*root*->left == nullptr) ? *root* : rightRotate(*root*);

        } else {

            if (*root*->right == nullptr)

                return *root*;

            if (*root*->right->key > *key*) {

*root*->right->left = topDownSplay(*root*->right->left, *key*);

                if (*root*->right->left != nullptr)

*root*->right = rightRotate(*root*->right);

            } else if (*root*->right->key < *key*) {

*root*->right->right = topDownSplay(*root*->right->right, *key*);

*root* = leftRotate(*root*);

            }

            return (*root*->right == nullptr) ? *root* : leftRotate(*root*);

        }

    }

    Node\* splay(Node\* *root*, *int* *key*) {

        return topDownSplay(*root*, *key*);

    }

    Node\* findMin(Node\* *node*) {

        if (*node* == nullptr)

            return nullptr;

        while (*node*->left != nullptr)

*node* = *node*->left;

        return *node*;

    }

    Node\* findMax(Node\* *node*) {

        if (*node* == nullptr)

            return nullptr;

        while (*node*->right != nullptr)

*node* = *node*->right;

        return *node*;

    }

    Node\* deleteNode(Node\* *root*, *int* *key*) {

        if (*root* == nullptr)

            return nullptr;

*root* = splay(*root*, *key*);

        if (*root*->key != *key*)

            return *root*;

        Node\* temp;

        if (*root*->left == nullptr) {

            temp = *root*;

*root* = *root*->right;

        } else {

            temp = *root*;

*root* = splay(*root*->left, *key*);

*root*->right = temp->right;

        }

        delete temp;

        return *root*;

    }

    Node\* join(Node\* *T1*, Node\* *T2*, *int* *key*) {

        if (*T1* == nullptr) {

            return *T2*;

        }

        if (*T2* == nullptr) {

            return *T1*;

        }

*T1* = splay(*T1*, *key*);

*T1*->right = *T2*;

        return *T1*;

    }

    pair<Node\*, Node\*> split(Node\* *root*, *int* *key*) {

        if (*root* == nullptr)

            return {nullptr, nullptr};

*root* = splay(*root*, *key*);

        if (*root*->key <= *key*) {

            Node\* rightSubtree = *root*->right;

*root*->right = nullptr;

            return {*root*, rightSubtree};

        } else {

            Node\* leftSubtree = *root*->left;

*root*->left = nullptr;

            return {leftSubtree, *root*};

        }

    }

*void* inorder(Node\* *root*) {

        if (*root* != nullptr) {

            inorder(*root*->left);

            cout << *root*->key << " ";

            inorder(*root*->right);

        }

    }

*void* preorder(Node\* *root*) {

        if (*root* != nullptr) {

            cout << *root*->key << " ";

            preorder(*root*->left);

            preorder(*root*->right);

        }

    }

*void* postorder(Node\* *root*) {

        if (*root* != nullptr) {

            postorder(*root*->left);

            postorder(*root*->right);

            cout << *root*->key << " ";

        }

    }

*public:*

    SplayTree() {

        root = nullptr;

    }

*void* insert(*int* *key*) {

        if (root == nullptr) {

            root = new Node;

            root->key = *key*;

            root->left = root->right = nullptr;

            return;

        }

        root = splay(root, *key*);

        if (root->key == *key*)

            return;

        Node\* newNode = new Node;

        newNode->key = *key*;

        if (root->key > *key*) {

            newNode->right = root;

            newNode->left = root->left;

            root->left = nullptr;

        } else {

            newNode->left = root;

            newNode->right = root->right;

            root->right = nullptr;

        }

        root = newNode;

    }

*void* remove(*int* *key*) {

        root = deleteNode(root, *key*);

    }

*void* removeMin() {

        if (root != nullptr) {

            Node\* minNode = findMin(root);

            if (minNode != nullptr)

                root = deleteNode(root, minNode->key);

        }

    }

*void* removeMax() {

        if (root != nullptr) {

            Node\* maxNode = findMax(root);

            if (maxNode != nullptr)

                root = deleteNode(root, maxNode->key);

        }

    }

*void* traverseInorder() {

        inorder(root);

        cout << endl;

    }

*void* traversePreorder() {

        preorder(root);

        cout << endl;

    }

*void* traversePostorder() {

        postorder(root);

        cout << endl;

    }

*void* splitTree(*int* *key*) {

        pair<Node\*, Node\*> splitTrees = split(root, *key*);

        cout << "Tree with keys <= " << *key* << ": ";

        inorder(splitTrees.first);

        cout << endl;

        cout << "Tree with keys > " << *key* << ": ";

        inorder(splitTrees.second);

        cout << endl;

    }

*void* joinTrees(SplayTree& *tree2*, *int* *key*) {

        root = join(root, *tree2*.root, *key*);

    }

};

*int* main() {

    SplayTree tree1;

    tree1.insert(10);

    tree1.insert(5);

    tree1.insert(15);

    tree1.insert(20);

    tree1.insert(7);

    cout << "Inorder traversal of tree1: ";

    tree1.traverseInorder();

    SplayTree tree2;

    tree2.insert(25);

    tree2.insert(30);

    tree2.insert(35);

    tree2.insert(40);

    tree2.insert(45);

    cout << "Inorder traversal of tree2: ";

    tree2.traverseInorder();

    cout << "Splitting tree1 at key 15: " << endl;

    tree1.splitTree(15);

    cout << "Joining tree1 and tree2 at key 25: " << endl;

    tree1.joinTrees(tree2, 25);

    cout << "Inorder traversal of joined tree: ";

    tree1.traverseInorder();

    return 0;

}

Output:
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